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Abstract—Software testing is an effective method of software quality assurance. In this paper, we define the activity flow graph formally, and describe the mapping rules from UML activity diagram to activity flow graph. By setting test coverage criteria and combining with the improved Depth-First-Search algorithm, we obtain the test path set of the activity flow graph. Then we optimize the set of independent paths to reduce the redundancy of test cases. After that, we establish a priority model to sort the test paths, and prioritize the relatively important paths to achieve the test goal as soon as possible. The model is implemented on a case study of manual test paper generation. The experiment shows that the automatic test path generation algorithm and priority model are effective and feasible, and can achieve good results in practical applications.
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I. INTRODUCTION

The main goal of software development is to develop high-quality software with the least cost. Software testing is an important means to ensure software quality and improve software reliability [1]. How to generate effective test cases has attracted more and more researchers' attention [2]-[5]. The automatic generation technology of test cases is the key to realizing test automation, which can effectively improve test efficiency and reduce time consumption. Therefore, how to automatically generate test cases that meet the coverage criteria has always been one urgent problem in the software testing field [6].

UML is a graphical modeling language. In recent years, the automatic generation of test cases using UML models has become a hot topic in software testing. At present, software testing technologies based on sequence diagram, collaboration diagram, state diagram, use case diagram and other models have achieved more research results in the generation of test cases [7]-[12]. Activity diagram has the ability to describe system workflow and parallel activities. It is the most suitable model for describing software processes, which makes it become an important basis for system testing [13]. Jena et al. [14] proposed a method to generate an activity flow table from activities, and convert it into an activity flow graph. The method can traverse and generate test paths by using activity coverage criteria, but it failed to realize the automatic generation of test cases. Meliana et al. [15] presented an improved Depth-First-Search algorithm, which generates activity graph and sequence graph by traversing activity diagram and sequence diagram respectively, and combines them into a system testing graph to generate the final test case. It achieved good results, but did not consider cyclic path redundancy and path optimization in complex test scenarios. Teixeira et al. [16] introduced a simple test method using UML activity diagram, which generates test cases by constructing activity dependency table and activity dependency diagram, to find software defects as early as possible and reduce development costs. This method is relatively simple, but lacks the formal definition of the activity dependency graph, and the description of the correspondence between the activity dependency graph and the activity dependency table is not specific enough. Xu et al. [17] designed an approach to generating test cases automatically from Systems Modeling Language activity diagram. This approach can be applied to system activity diagram with complex structures and can handle concurrent structures. However, the number of test cases generated by concurrent structure is very large, which can easily cause path explosion problems. Therefore, the algorithm also needs to consider the reduction of test cases.

In this paper, we propose an improved Depth-First-Search algorithm, which traverses from the initial node to the end node of the activity flow graph, and get a set of test paths. The set of test cases generated by the set of paths can meet the predetermined test coverage criteria. Through the independent path generation algorithm, the test path set is filtered to reduce the number of test cases and redundancy. And the priority model is used to prioritize independent paths and test key paths first, thereby improving test efficiency.

II. PRELIMINARIES AND BASIC CONCEPTS

A. UML Activity Diagram

UML activity diagram [18] is an interaction diagram that models dynamic behaviors. It describes the control flow from one activity to another, and it is essentially a flow chart. The activity diagram mainly includes several components:

1) activity nodes and control nodes.
2) objects involved in the activity process or objects that trigger the activity.
3) transition control flow among activities, which is divided into sequential structure, branch structure and concurrent structure.
4) constraint conditions of activity.
5) the start state of activity. There is only one start state in the same level.
6) the end state of activity. There can be one or more.
7) swimlanes.

8) the exit state of activity.
B. Activity Flow Graph and Conversion Rules

Activity flow graph is a simplified representation of the activity diagram. It cancels swimlanes, and doesn't distinguish the specific participants. Activity flow graph is essentially a directed graph, which is obtained by mapping the elements of the activity diagram through certain rules.

**Definition 1** Activity flow graph is a four-tuple $AFD=\langle V, E, v_0, T \rangle$, where:

1. $V = \{v_i\}, i = 1...|V|$, which represents the set of nodes of graph.
2. $E = \{e_i\}, i = 1...|E|$, which represents the set of directed edges of graph. A directed edge can be represented by a pair of ordered nodes, that is, $\forall e \in E$, $\exists v_i, v_j$ makes $e = (v_i, v_j)$, and the direction flows from $v_i$ to $v_j$.
3. $v_0$ is the initial node.
4. $T$ is the set of final nodes.

To simplify the analysis, the activity constraints of the activity diagram are not considered, and then the conversion rules from activity diagram to activity flow graph are as follows.

1) The activity nodes and control nodes of the activity diagram are mapped to the nodes of the activity flow graph, represented by circles, as shown in Figure 1(a).
2) The initial node of the activity diagram is mapped to the initial node of the activity flow graph, as shown in Figure 1(b).
3) The control flows of the activity diagram are mapped to the directed edges of the activity flow graph. The arrows and directions of the control flows of the activity diagram remain unchanged in the activity flow graph, as shown in Figure 1(c).
4) The mapping relationships of the branch structure and the merge structure between the activity diagram and the activity flow graph are shown in Figure 1(d) and Figure 1(e).
5) The mapping relationship between the concurrent structure and the convergent structure in the activity diagram and the activity flow graph are shown in Figure 1(f) and Figure 1(g).
6) The final nodes of the activity diagram are mapped to the final nodes of the activity flow graph, as shown in Figure 1(h).

The graphic elements corresponding to the specific mapping relationship are shown in Figure 1.

C. Related Concepts

**Definition 2** Path fragment and path fragment set. In the activity flow graph, if node $v_i$ and node $v_j$ are directly connected by a directed edge, the sequence of nodes between them is called a path fragment. The set composed of paths is called the path fragment set.

**Definition 3** Path and path set. In the activity flow graph, there is a connected road from the initial node to the final node, then the set of path segments on this road is called a path. The set composed of paths is called the path set.

**Definition 4** Basic path and circular path. In a path of the activity flow graph, if node $v_i$ and node $v_j$ are connected by a directed edge, the sequence of nodes between them is called a basic path. If $v_i = v_j$, the path from $v_i$ to $v_j$ is called the cyclic path.
Definition 5  Independent path and independent path set. An independent path means that one path must contain at least one path segment that does not appear in other paths. The set of independent paths in the activity flow graph are called the independent path set.

D. Test Coverage Criteria

In the process of software testing, how to ensure the adequacy of testing is one of the important factors in evaluating the quality of software testing. However, it is impossible to perform exhaustive testing on test objects in practical applications. Therefore, the following test coverage criteria [19] are given to test the activity diagram.

1) Node coverage: the test path should make every node of the activity flow graph visited at least once.
2) Edge coverage: the test path should make each edge of the activity flow graph visited at least once.
3) Loop coverage: the test path should make each loop in the activity flow graph execute zero times, one time, and two times respectively. In this paper, in order to avoid the path explosion problem, the cycle coverage times are set to 0 or 1, which ensures the relative completeness of the test.

In the test of the activity flow graph, in addition to meeting the predetermined test coverage criteria, it is also necessary to ensure that each test path is transformed from the initial node to the end node. At the same time, in order to improve the test efficiency, the length of the selected test path should be as short as possible.

III. PROPOSED APPROACH

A. Basic Framework of Test Path Generation

Activity diagram is a simplified representation of activity diagram, focusing on the execution path of the activity, thereby reducing the analysis complexity of the test scenario. The independent path set can meet the full coverage of the edges of the activity flow graph, and the loop in each path is executed at most once. This can test more workflows with the least test cases and effectively avoid the path explosion problem. The basic flow chart of test path generation using activity diagram is shown in Figure 2.

When the activity diagram is transformed into activity flow diagram, the coverage criteria that meet the requirements of test scenarios are designed. We obtain the sorted independent paths through the improved Depth-First-Search algorithm and path priority model, thereby improving the test efficiency. The specific strategies are as follows:

1) According to the system requirements, the activity diagram meeting the test scenario is constructed;
2) According to the mapping rules, the activity diagram is transformed into an activity flow graph;
3) Using the improved Depth-First-Search algorithm, test path set and independent path set of activity flow graph are obtained;
4) The priority model is established to sort the priority of independent paths.

B. Improved Depth-First-Search Algorithm

The Depth-First-Search algorithm is a classic graph traversal algorithm, which is widely used in test scenarios to obtain the path set in the graph [20][21][22]. In this paper, the directed graph is traversed according to the predetermined test coverage criteria and the improved Depth-First-Search algorithm. When the algorithm encounters a branch structure, it traverses each branch in turn according to the number of branches. When it encounters a final node of the branch, the branch traversal ends. Then it backs to the branch node, and continues to traverse the next branch until all branches are traversed. The specific ideas are as follows.

1) Put the starting node \( v_0 \) of the stack, set it to be visited, and set the top element of the stack to \( v \).
2) Set the flag variable, \( back = 0 \).
3) Get the sub node set \( C \) of the top element \( v \) of the stack.
4) Traverse the set \( C \).

The specific operation of step 4) is as follows.

a. If there is a node \( c \in C \) that has not been pushed to the stack and has not been visited, push it to the stack and mark it as visited. Then set \( c \) as the top element of the stack, and set \( back = 0 \), and perform step 3).

b. If all nodes in \( C \) have been visited, and \( back \) equals 1, the stack top element will pop up.

c. If there is a node \( c \in C \) that has been stacked and visited in \( C \), it indicates that there is a loop path. Determine the number of occurrences of \( c \) in the stack. If it is equal to one, it means that the current loop path is the first execution. Put \( c \) in the stack and mark it as visited. Then set \( c \) as the top element \( v \) in the stack, and execute step 3). Otherwise, set \( back = 1 \), then visit the next sub node.

d. When \( C \) is empty, it means that the top element of the stack is the final node. Add the path formed by the nodes in
the stack in reverse order to the path set \( P \), pop up the stack top element, and set \( \text{back} = 1 \).

The pseudo code of the improved Depth-First-Search algorithm is described as follows.

```plaintext
InitStack(S); /* initialize the stack \( S \)
EnStack(S, v_0); /* push \( v_0 \) to the stack \( S \)
\( v_0.\text{visited} = \text{true}; \)
\( \text{back} = 0; \)
\( \text{return} \) v; /* v represents the top element of the stack */
Proc DFS(Graph g, Node v)
{
  C = \{ \text{c} | \text{subnode of } v \};
  \text{If } c \not\in S \text{ and } c.\text{visited} \Rightarrow \text{false}
    \text{EnStack}(S, c);
    c.\text{visited} = \text{true};
  \text{Back} = 0;
  DFS(g, v);
  \text{Else if } \text{Num}(c.\text{visited}) \Rightarrow \text{Num}(C) \text{ and } \text{back} \Rightarrow 1
    \text{Pop}(v);
  \text{Else if } c \in S \text{ and } c.\text{visited} \Rightarrow \text{true}
    \text{If OccNum}(c) \Rightarrow 1
      \text{EnStack}(S, c);
      c.\text{visited} = \text{true};
    \text{Back} = 0;
    DFS(g, v);
    \text{Else}
      \text{Back} = 1;
      \text{continue};
  \text{Else}
    \text{/*C is empty*/}
    P.\text{add}(S.\text{reverse}); /*add the reverse sequence of stack to } P */
    \text{Pop}(v);
    \text{Back} = 1;
}
```

C. Independent Path Generation Algorithm

The generation of independent paths can be filtered in the path set according to Definition 5. In order to improve the test efficiency, the test path should be made as short as possible. The specific idea of the independent path generation algorithm is as follows.

1) Sort the paths in the path set \( P \) by length from small to large.
2) Choose the shortest path as an independent path, and initialize the independent path set.
3) Traverse the remaining paths in order, and verify whether they are independent paths one by one. If so, add the path to the independent path set.

The pseudo code of the independent path generation algorithm is described as follows.

Proc IndepPath (Collection \( P \))
{
  Sort(P);
  \( P_0 = \text{Min}(P); \)
  Q.\text{add}(P_0); /* add } P_0 \text{ to } Q */
}

D. Priority model

Different test paths have different degrees of support for the completion of software test goals, and the execution order of the test paths also affects the efficiency of the test goals. Therefore, it is necessary for us to sort the different test paths according to certain standards, and give priority to the relatively important test paths.

Definition 6 Path fragment coverage: the proportion of path fragments in the test path set. The greater the coverage, the more important the path segment.

Definition 7 Test path coverage: the proportion of the total coverage of all path segments covered by the test path in the test path set. The greater the coverage, the more important the test path.

When executing a test path, a test path may cover several path segments, and similarly, a path segment may also be covered by several test paths. Inspired by [23], this paper reflects the importance of test path by coverage. The specific calculation rules are as follows.

1) Calculate the sum \( d \) of the lengths of all test paths;
2) Count the number \( k \) of occurrences of each path segment in the test path set;
3) The coverage of each path segment can be expressed as \( c = kd; \)
4) Calculate the coverage sum \( SC \) of all path segments in the path set;
5) Assuming that the sum of the coverage of all path segments in a certain test path is \( SP \), the test path coverage can be expressed as \( CP = SP/SC \).

The idea of the priority model algorithm is: Suppose the test path set is \( P = \{ P_1, P_2, ..., P_n \} \), and the path fragment set is \( S = \{ S_1, S_2, ..., S_m \} \). The coverage of each path segment is calculated according to the above calculation rules, then the coverage of each test path is calculated from the coverage of the path segment, and the sizes are compared in turn. The greater the coverage, the higher the priority of the test path. If the coverages of the two test paths are the same, continue to compare the numbers of path fragments on the two test paths. The more the number of path fragments, the higher the priority.

The pseudo code description of priority model algorithm is as follows.

Proc Priority (Collection \( P \))
{
  \( d = \text{Length}(P); \)
  For \( \forall S_i \in S \) Do

$k = \text{Num}(S)$;
$S_i, \text{coverage} = \frac{k}{d}$;
$SC = \text{Sum}(S_i, \text{coverage})$;
For $\forall P_i \in P$, $S_j \in S$ and $S_j \in P_i$ Do
$SP_i = \text{Sum}(S_j, \text{coverage})$;
$CP_i = SP_i / SC$;
Sort($P$);
For $\forall P_i \in P$, $\forall P_j \in P$ Do
If $P_i, \text{coverage} > P_j, \text{coverage}$
Give the $P_i$ higher priority than $P_j$;
Else if $P_i, \text{coverage} == P_j, \text{coverage}$
Compare the length of the $P_i$ and $P_j$;
If Length $(P_i) > \text{Length}(P_j)$
Give the $P_i$ higher priority than $P_j$;
All $P$ has priority and put it into a list;
}

IV. CASE STUDY

Figure 3 shows the activity diagram of the manual test paper generation case. After setting the test paper conditions, the teacher can manually group the test paper and repeatedly select the test questions until the test paper is completed. After the test paper is generated, select the operation, in which the browsing operation and the modification operation can be performed concurrently. If the test paper needs to be modified, the test paper will be regenerated after repeated modification.

According to the conversion rules proposed in the part II, the activity diagram in Figure 3 is simplified to obtain the corresponding activity flow graph, as shown in Figure 4.

The improved Depth-First-Search algorithm proposed in the part III is used to traverse the activity flow graph in Figure 4, and the corresponding path set is shown in TABLE I.

<table>
<thead>
<tr>
<th>Number</th>
<th>Path</th>
</tr>
</thead>
<tbody>
<tr>
<td>P1</td>
<td>v0-v1-v2-v4-v5-t</td>
</tr>
<tr>
<td>P2</td>
<td>v0-v1-v2-v4-v5-v8-t</td>
</tr>
<tr>
<td>P3</td>
<td>v0-v1-v2-v4-v5-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>P4</td>
<td>v0-v1-v2-v4-v5-v6-v7-v4-v5-v8-t</td>
</tr>
<tr>
<td>P5</td>
<td>v0-v1-v2-v4-v5-v6-v7-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>P6</td>
<td>v0-v1-v2-v4-v5-v6-v7-v6-v7-v4-v5-v8-t</td>
</tr>
<tr>
<td>P7</td>
<td>v0-v1-v2-v3-v2-v4-v5-t</td>
</tr>
<tr>
<td>P8</td>
<td>v0-v1-v2-v3-v2-v4-v5-v8-t</td>
</tr>
<tr>
<td>P9</td>
<td>v0-v1-v2-v3-v2-v4-v5-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>P10</td>
<td>v0-v1-v2-v3-v2-v4-v5-v6-v7-v4-v5-v8-t</td>
</tr>
<tr>
<td>P11</td>
<td>v0-v1-v2-v3-v2-v4-v5-v6-v7-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>P12</td>
<td>v0-v1-v2-v3-v2-v4-v5-v6-v7-v6-v7-v4-v5-v8-t</td>
</tr>
</tbody>
</table>

The independent path generation algorithm is applied to filter the path set in TABLE I, and the independent path set is shown in TABLE II.

<table>
<thead>
<tr>
<th>Number</th>
<th>Independent Path</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>v0-v1-v2-v4-v5-t</td>
</tr>
<tr>
<td>Q2</td>
<td>v0-v1-v2-v4-v5-v8-t</td>
</tr>
<tr>
<td>Q3</td>
<td>v0-v1-v2-v4-v5-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>Q4</td>
<td>v0-v1-v2-v4-v5-v6-v7-v6-v7-v4-v5-t</td>
</tr>
<tr>
<td>Q5</td>
<td>v0-v1-v2-v3-v2-v4-v5-t</td>
</tr>
</tbody>
</table>
According to the calculation method of loop complexity \( V(G) \) defined by McCabe, let \( E \) be the total number of edges in the graph, and \( V \) be the total number of points in the graph, then \( V(G) = E - V + 2 \). Therefore, the corresponding \( V(G) = 5 \) in Figure 4 is consistent with the conclusion in TABLE II. Each independent path can design a test case. By comparing the actual output results with the expected results, we can judge whether there are errors in the path, and then achieve the purpose of testing software functions.

According to the priority model, the independent path set in TABLE II is prioritized to obtain Q4>Q3>Q5>Q1>Q2. The specific parameters are shown in TABLE III and TABLE IV. Note that the test case corresponding to path Q4: v0-v1-v2-v4-v5-v6-v7-v6-v7-v4-v5-t has the highest priority and needs to be tested first. Then, according to the order of priority from high to low, the errors in software can be found in time and the test efficiency can be improved.

TABLE III. THE COVERAGE OF PATH FRAGMENT

<table>
<thead>
<tr>
<th>Path Fragment</th>
<th>Coverage</th>
<th>Path Fragment</th>
<th>Coverage</th>
</tr>
</thead>
<tbody>
<tr>
<td>v0-v1</td>
<td>5/38</td>
<td>v5-v8</td>
<td>1/38</td>
</tr>
<tr>
<td>v1-v2</td>
<td>5/38</td>
<td>v5-v4</td>
<td>4/38</td>
</tr>
<tr>
<td>v2-v3</td>
<td>1/38</td>
<td>v6-v7</td>
<td>3/38</td>
</tr>
<tr>
<td>v2-v4</td>
<td>5/38</td>
<td>v7-v4</td>
<td>2/38</td>
</tr>
<tr>
<td>v3-v2</td>
<td>1/38</td>
<td>v7-v6</td>
<td>1/38</td>
</tr>
<tr>
<td>v4-v5</td>
<td>7/38</td>
<td>v8-t</td>
<td>1/38</td>
</tr>
<tr>
<td>v5-v6</td>
<td>2/38</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

TABLE IV. THE COVERAGE OF INDEPENDENT PATH

<table>
<thead>
<tr>
<th>Independent Path</th>
<th>Coverage</th>
<th>Independent Path</th>
<th>Coverage</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>26/162</td>
<td>Q4</td>
<td>44/162</td>
</tr>
<tr>
<td>Q2</td>
<td>24/162</td>
<td>Q5</td>
<td>28/162</td>
</tr>
<tr>
<td>Q3</td>
<td>40/162</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

According to the independent paths listed in TABLE II, and the mapping relationship between Figure 3 and Figure 4, the test scenarios for this case can be generated, which is described as follows.


The test scenarios include all possible normal or abnormal conditions, and each test case generates one test case at least. After the test scenarios are generated, the test data that meets the requirements needs to be set, and then the final test case set is generated by combining with the test scenario.

V. CONCLUSION

This paper presents a method for automatically generating test paths based on activity diagrams. According to UML activity diagram, the improved depth first algorithm and independent path generation algorithm are used to automatically generate and optimize the test paths, which solves the cycle path problem and redundancy problem in the test process. At the same time, the test path is prioritized, which improves the efficiency of test design. The future work should introduce constraints, reduce the number of invalid test paths, and provide a more effective solution for the automatic generation of test cases.
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